Comparison Between Dynamic And Static Blocks In Sequitur Algorithm
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Abstract: In the Sequitur algorithm, the compression process is performed based on the number of characters having similar similarities. Similarities will be detected on every syllable in the entire text. Determination of the number of characters to be compared will affect the compression level of this algorithm. Using dynamic or static blocks can optimize the number of compressed characters and of course, it affects the speed of data transmission.
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I. Introduction

The speed at which data is transmitted is of the utmost importance in the world of digital networks. To achieve the maximum speed, many algorithms have been applied in sending data processes [1][2]. There is no technique to accelerate the power of hardware to improve data transmission capabilities but many techniques can be used to shorten the messages to be sent [3][5]. One of the most effective algorithms to apply to plain text is Sequitur. This algorithm is excellent for compressing text data such as letters and other language messages. On message delivery, there are many repeated syllables that are repeated in a single sent message. However, the repetitive fragment has several variations in the number. There are two, three, four and even more than ten characters. In this Sequitur algorithm itself has a difference on the level of compression. The problem here is which blocks have more optimal values, dynamic or static blocks.

II. Theories

2.1 Data Compression

Data compression is the process of converting large data into smaller data [6][8]. Called as compression is because the output data has a smaller capacity than the input data. The input data is a file that has certain types. The files are text, sound, video, and others. Data compression is indispensable because of two things, capacity and speed. The human tendency to collect data and the need for a fast data transfer process is greatly evolving. Therefore the methods for compressing data are growing as well.

2.3 Sequitur Algorithm

The Sequitur algorithm is one of the algorithms used for data compression. This algorithm works based on the concept of context-free grammar [10]. In this algorithm, there are several symbols known as nonterminal symbols and terminals. Both types of symbols are elements of the rules used to construct a sentence. A nonterminal symbol is placed on the left and a string of terminal and nonterminal symbols on the right. The nonterminal symbol on the left becomes the name of the string to the right [7][9].

![Sequitur reproduction](image-url)
Figure 1 describes the example sequences and grammars that reproduce Sequitur result. In section (a), a sequence with one repetition; section (b) a sequence with a nested repetition; section (c) two grammars that violate the two constraints; section (d) two different grammars for the same sequence that obey the constraints [4].

III. Implementation

In this section, it will describe two techniques in the formation of the Sequitur algorithm. By experimenting with dynamic and static blocks, it will gain the better value of the compression rate. The first experiment was to use the phrase “LIKA-LIKU LAKI-LAKI TAK LAKU-LAKU”

3.1 Dynamic Block

In dynamic blocks, word fragments are taken based on the resemblance of the longest character in a sentence. After that, the word fragment will be obtained from the next longest character until it goes to the similarity of the two characters. Assume the sentence is “LIKA-LIKU LAKI-LAKI TAK LAKU-LAKU”. The text above is 33 length.

```
<table>
<thead>
<tr>
<th>L</th>
<th>I</th>
<th>K</th>
<th>A</th>
<th>L</th>
<th>I</th>
<th>K</th>
<th>U</th>
</tr>
</thead>
<tbody>
<tr>
<td>L</td>
<td>A</td>
<td>K</td>
<td>I</td>
<td>L</td>
<td>A</td>
<td>K</td>
<td>I</td>
</tr>
<tr>
<td>T</td>
<td>A</td>
<td>K</td>
<td>L</td>
<td>A</td>
<td>K</td>
<td>U</td>
<td>L</td>
</tr>
</tbody>
</table>
```

From the word block above, there are two words that meet the condition. The first block is “LAKI” and the last is “LAKU”. The word “LAKI” is repeated twice and so the word “LAKU”. The word “LAKI” is replaced by “a” and the word “LAKU” is replaced by “b”. The chosen replacing character can be derived from any ASCII code as long as the character is not listed in the previous sentence. For example, “a” and “b” are not in the word of “LIKA LIKU LAKI-LAKI TAK LAKU-LAKU”.

```
<table>
<thead>
<tr>
<th>L</th>
<th>I</th>
<th>K</th>
<th>A</th>
<th>L</th>
<th>I</th>
<th>K</th>
<th>U</th>
</tr>
</thead>
<tbody>
<tr>
<td>a</td>
<td>a</td>
<td>T</td>
<td>A</td>
<td>K</td>
<td>b</td>
<td>b</td>
<td></td>
</tr>
</tbody>
</table>
```

The replacement words will be stored in a table.

\[ a = \text{LIKA} \]
\[ b = \text{LAKU} \]

The block above is the result of the first replacement. The length of the sentence is now 21 characters. There is no more four characters resemblance. The next character that has the loop is “LIK”.

```
<table>
<thead>
<tr>
<th>c</th>
<th>A</th>
<th>c</th>
<th>U</th>
</tr>
</thead>
<tbody>
<tr>
<td>a</td>
<td>a</td>
<td>T</td>
<td>A</td>
</tr>
</tbody>
</table>
```

The block above is the result of the second replacement. The length of the sentence is now 16 characters. The replacement word will be stored in the previous table as well.

\[ c = \text{LIK} \]

The final sentences is “cA cU a-a TAK b-b”. There is no more the repeated words.

\[ \text{CR} = \left( \frac{16}{33} \right) \times 100\% = 48.48\% \]

\[ \text{RD} = \left( \frac{33-16}{33} \right) \times 100\% = 51.52\% \]
The calculation above shows the compression rate and the redundancy. The algorithm made the previous sentence compressed up to twice smaller than the original text. It can be seen from the compression ratio below 50%.

3.2 Static Block

In a static block, the user can freely specify the number of characters used in comparison in a sentence. The minimum number of characters allowed is two characters while there is no limit to the maximum number of characters. Each determination of the number of characters used will have different results. Below will explain the use of static blocks using the previous sentence.

**Using four characters**

```
L I K A   L I K U
L A K I   -   L A K I
T A K   L A K U   -   L A K U
```

It is similar from the previous calculation in dynamic blocks. There are two words can be compressed into a single character. The first block is “LAKI” and the last is “LAKU”. The word “LAKI” is repeated twice and so the word “LAKU”. The word “LAKI” is replaced by “a” and the word “LAKU” is replaced by “b”.

```
L I K A   L I K U
a   -   a
T A K   b   -   b
```

The replacement words will be stored in a table.

- a = LIKA
- b = LAKU

The block above is the result of the first replacement. The length of the sentence is now 21 characters. This is the final step since there is no other words that consists of four characters repeated more than once.

- CR = \( \frac{22}{33} \times 100\% \)
  = 0,6363 \* 100\%
  = 63,63\%
- RD = \( \frac{33-21}{33} \times 100\% \)
  = \( \frac{12}{33} \times 100\% \)
  = 0,3637 \* 100\%
  = 36,37\%

**Using three characters**

```
L I K A   L I K U
L A K I   -   L A K I
T A K   L A K U   -   L A K U
```

There are two words can be compressed into a single character. The first block is “LIK“ and the last is “LAK”. The word “LIK” is repeated twice and the word “LAK” is repeated four times. The word “LIK” is replaced by “a” and the word “LAK” is replaced by “b”.

```
a   A   a   U
b   I   -   b   I
T A K   b   U   -   b   U
```
The replacement words will be stored in a table.
A = LIK
b = LAK

The block above is the result of the first replacement. The length of the sentence is now 21 characters. This is the final step since there is no other words that consists of three characters repeated more than once.

$$\text{CR} = \left( \frac{21}{33} \right) \times 100\%$$
$$= 0.6363 \times 100\%$$
$$= 63.63\%$$

$$\text{RD} = \left( \frac{33-21}{33} \right) \times 100\%$$
$$= \left( \frac{12}{33} \right) \times 100\%$$
$$= 0.3637 \times 100\%$$
$$= 36.37\%$$

Using two characters

\[ \begin{array}{cccc}
L & I & K & A \\
L & A & K & I \\
T & A & K & L & A & K & U \\
\end{array} \]

There are several words can be compressed into a single character. The blocks are “LI”, “KA”, “KU”, “LA”, and “KI”. The word “LI” is replaced by “a”, “KA” is replaced by “b”, “KU” is replaced by “c”, “LA” is replaced by “d” and the word “KI” is replaced by “e”.

\[ \begin{array}{cccc}
a & b & a & c \\
d & e & - & d & e \\
\end{array} \]

The replacement words will be stored in a table.
a = LI
b = KA
c = KU
d = LA
e = KI

The block above is the result of the first replacement. The length of the sentence is now 21 characters. There are two words more can be compressed into a single character. The blocks are “de” and “dc”. The word “de” is replaced by “f” and the word “dc” is replaced by “g”.

\[ \begin{array}{cccc}
a & b & a & c \\
f & - & f \\
\end{array} \]

The block above is the result of the second replacement. The length of the sentence is now 17 characters. This is the final step since there is no other words that consists of two characters repeated more than once.

$$\text{CR} = \left( \frac{17}{33} \right) \times 100\%$$
$$= 0.5152 \times 100\%$$
$$= 51.52\%$$

$$\text{RD} = \left( \frac{33-17}{33} \right) \times 100\%$$
$$= \left( \frac{16}{33} \right) \times 100\%$$
$$= 0.4848 \times 100\%$$
$$= 48.48\%$$
IV. Conclusion

Sequitur algorithm has two techniques in doing data compression. In a static block, we can specify the number of characters to be compared in similarity to a particular sentence. The disadvantage of a static block is that the compression level can not reach the maximum point because there may be some actual blocks that can still be compressed but in the static block, it is declared complete. A dynamic block is a better technique used to achieve high compression level. This block will automatically search up to the smallest number of characters to compare in a sentence.
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